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library(rpart)  
library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.0.5

library(caret)

## Warning: package 'caret' was built under R version 4.0.5

## Loading required package: lattice

## Loading required package: ggplot2

## Warning: package 'ggplot2' was built under R version 4.0.5

df <- read.csv("Dummy Data With State.csv")  
selected = c(1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,16,17,18,19,20,21)  
  
# Splitting the dataset into the Training set and Test set  
ind = sample(2, nrow(df), replace=TRUE, prob=c(0.6,0.4))  
training = df[ind==1,selected]  
testing = df[ind==2,selected]  
  
dim(training)

## [1] 485 21

dim(testing)

## [1] 316 21

# classification tree  
default.ct <- rpart(Order.Status..Dummy. ~ ., data = training, method = "class")  
  
# plot tree  
prp(default.ct, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10)
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#CODE FOR TESTING ACCURACY   
dpred.train <- predict(default.ct,training,type = "class")  
dpred.test <- predict(default.ct,testing,type = "class")  
  
str(testing$Order.Status..Dummy.)

## int [1:316] 1 1 1 1 1 1 1 1 1 1 ...

str(dpred.test)

## Factor w/ 4 levels "1","2","3","4": 1 1 1 1 1 1 1 1 1 1 ...  
## - attr(\*, "names")= chr [1:316] "1" "7" "8" "10" ...

#GENERATE CONFUSION MATRIX  
  
#default tree: training  
confusionMatrix(dpred.train, as.factor(training$Order.Status..Dummy.))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4  
## 1 424 14 10 8  
## 2 3 21 1 4  
## 3 0 0 0 0  
## 4 0 0 0 0  
##   
## Overall Statistics  
##   
## Accuracy : 0.9175   
## 95% CI : (0.8894, 0.9404)  
## No Information Rate : 0.8804   
## P-Value [Acc > NIR] : 0.005337   
##   
## Kappa : 0.5088   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4  
## Sensitivity 0.9930 0.60000 0.00000 0.00000  
## Specificity 0.4483 0.98222 1.00000 1.00000  
## Pos Pred Value 0.9298 0.72414 NaN NaN  
## Neg Pred Value 0.8966 0.96930 0.97732 0.97526  
## Prevalence 0.8804 0.07216 0.02268 0.02474  
## Detection Rate 0.8742 0.04330 0.00000 0.00000  
## Detection Prevalence 0.9402 0.05979 0.00000 0.00000  
## Balanced Accuracy 0.7206 0.79111 0.50000 0.50000

#default tree: testing  
confusionMatrix(factor(dpred.test, levels = 1:4), factor(testing$Order.Status..Dummy., levels = 1:4))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4  
## 1 276 10 8 3  
## 2 4 12 1 2  
## 3 0 0 0 0  
## 4 0 0 0 0  
##   
## Overall Statistics  
##   
## Accuracy : 0.9114   
## 95% CI : (0.8745, 0.9403)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.08879   
##   
## Kappa : 0.4564   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4  
## Sensitivity 0.9857 0.54545 0.00000 0.00000  
## Specificity 0.4167 0.97619 1.00000 1.00000  
## Pos Pred Value 0.9293 0.63158 NaN NaN  
## Neg Pred Value 0.7895 0.96633 0.97152 0.98418  
## Prevalence 0.8861 0.06962 0.02848 0.01582  
## Detection Rate 0.8734 0.03797 0.00000 0.00000  
## Detection Prevalence 0.9399 0.06013 0.00000 0.00000  
## Balanced Accuracy 0.7012 0.76082 0.50000 0.50000

#CODE FOR CREATING A DEEPER CLASSIFICATION TREE  
  
deeper.ct <- rpart(Order.Status..Dummy. ~ ., data = training, method = "class", cp = 0, minsplit = 1)  
  
# count number of leaves  
length(deeper.ct$frame$var[deeper.ct$frame$var == "<leaf>"])

## [1] 68

# plot tree  
prp(deeper.ct, type = 1, extra = 1, under = TRUE, split.font = 1, varlen = -10,  
 box.col=ifelse(deeper.ct$frame$var == "<leaf>", 'gray', 'white'))

## Warning: labs do not fit even at cex 0.15, there may be some overplotting

![](data:image/png;base64,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)

#CODE FOR TESTING ACCURACY   
# classify records in the testing data.  
#set argument type = "class" in predict() to generate predicted class membership.  
deeperpred.train <- predict(deeper.ct,training,type = "class")  
deeperpred.test <- predict(deeper.ct,testing,type = "class")  
  
#GENERATE CONFUSION MATRIX  
  
#deeper tree: training  
confusionMatrix(deeperpred.train, as.factor(training$Order.Status..Dummy.))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4  
## 1 427 0 0 0  
## 2 0 35 0 0  
## 3 0 0 11 0  
## 4 0 0 0 12  
##   
## Overall Statistics  
##   
## Accuracy : 1   
## 95% CI : (0.9924, 1)  
## No Information Rate : 0.8804   
## P-Value [Acc > NIR] : < 2.2e-16   
##   
## Kappa : 1   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4  
## Sensitivity 1.0000 1.00000 1.00000 1.00000  
## Specificity 1.0000 1.00000 1.00000 1.00000  
## Pos Pred Value 1.0000 1.00000 1.00000 1.00000  
## Neg Pred Value 1.0000 1.00000 1.00000 1.00000  
## Prevalence 0.8804 0.07216 0.02268 0.02474  
## Detection Rate 0.8804 0.07216 0.02268 0.02474  
## Detection Prevalence 0.8804 0.07216 0.02268 0.02474  
## Balanced Accuracy 1.0000 1.00000 1.00000 1.00000

#deeper tree: testing  
confusionMatrix(factor(deeperpred.test,levels = 1:4), factor(testing$Order.Status..Dummy., levels = 1:4))

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction 1 2 3 4  
## 1 255 9 4 2  
## 2 14 13 1 0  
## 3 6 0 0 1  
## 4 5 0 4 2  
##   
## Overall Statistics  
##   
## Accuracy : 0.8544   
## 95% CI : (0.8106, 0.8914)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.9649   
##   
## Kappa : 0.382   
##   
## Mcnemar's Test P-Value : NA   
##   
## Statistics by Class:  
##   
## Class: 1 Class: 2 Class: 3 Class: 4  
## Sensitivity 0.9107 0.59091 0.00000 0.400000  
## Specificity 0.5833 0.94898 0.97720 0.971061  
## Pos Pred Value 0.9444 0.46429 0.00000 0.181818  
## Neg Pred Value 0.4565 0.96875 0.97087 0.990164  
## Prevalence 0.8861 0.06962 0.02848 0.015823  
## Detection Rate 0.8070 0.04114 0.00000 0.006329  
## Detection Prevalence 0.8544 0.08861 0.02215 0.034810  
## Balanced Accuracy 0.7470 0.76994 0.48860 0.685531